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|  |  |
| --- | --- |
| **학 과** | **> 컴퓨터공학부** |
| **교수님** | **> 김종남교수님** |
| **학 번** | **> 201911608** |
| **이 름** | **> 김지환** |
| **제출일** | **> 2022.12.12** |
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**과제 8 – 7장 파이썬 자료구조 II(튜플 ,딕셔너리, 세트, 문자열)**

02. (x, x\*x) 형식의 숫자 (1과 10 사이)를 포함하는 딕셔너리를 생성하고 출력하는 프로그램을 작성해보자.

ex) 실행결과

{1: 1, 2: 4, 3: 9, 4: 16, 5: 25, 6: 36, 7: 49, 8: 64, 9: 81, 10: 100}

|  |
| --- |
| =======Source Code======= |
| dic = {} for i in range(1, 11):  if i not in dic:  dic[i] = i\*i print(dic) |
| ========실행결과========= |
|  |

05. 딕셔너리 쇼핑몰에서 구입한 상품의 가격이 저장되어 있다. 딕셔너리에 있는 모든 상품 가격의 합계를 계산하는 프로그램을 작성해보자.

myDict = {“옷”: 100, “컴퓨터”: 2000, “모니터”: 320}

ex) 실행결과

총합계 = 2420

|  |
| --- |
| =======Source Code======= |
| myDict = {"옷": 100, "컴퓨터": 2000, "모니터": 320} print(f"총합계 = {sum(myDict.values())}") |
| ========실행결과========= |
|  |

07. 일정 애플리케이션을 작성하고자 한다. 일정 애플리케이션을 구현하는 한 가지 방법은 딕셔너리를 사용하고 날짜를 키로, 일정을 값으로 저장하면 된다. 하지만 이 방법은 특정한 날짜에 하나의 일정이 있는 경우에만 유효하다. 특정한 날짜에 여러 개의 일정을 저장할 수 있게 하려면 어떤 방법을 사용할 수 있는가?

Ex) 실행결과

날짜를 입력하시오: 2020 3 4

일정을 입력하시오: "파이선 과제 제출!!"

날짜를 입력하시오: 2020 4 2

일정을 입력하시오: "파이썬 프로젝트 제안서 발표!!"

|  |
| --- |
| =======Source Code======= |
| cal = {} for i in range(2):  date = input("날짜를 입력하시오: ")  date = date.replace(' ', '-')  rt = input("일정을 입력하시오: ")  if date not in cal:  cal[date] = [rt]  else:  cal[date].append(rt)  print()  for i in cal:  print(f"{i}의 일정은 {cal[i]}입니다.") |
| ========실행결과========= |
|  |

09. 2개의 문자열을 받아서 이들 문자열에 모두 포함된 글자를 반환하는 프로그램을 작성해보자.

Ex) 실행결과

첫 번째 문자열 : Hello World!

두 번째 문자열 : Hi! Welcome!!

모두 포함된 글자: H W o e

|  |
| --- |
| =======Source Code======= |
| str1 = input("첫 번째 문자열 : ") str2 = input("두 번째 문자열 : ")  print() intersection = ", ".join(list(set(str1) & set(str2))) print(f"모두 포함된 글자: {intersection}") |
| ========실행결과========= |
|  |

* **교과서 오타인 것 같습니다. 교집합이 실행 예시보다 더 많습니다.**

12. 2개의 문자열을 받아서 이들 문자열에 모두 포함된 글자를 반환하는 프로그램을 작성해보자.

Ex) 실행결과

문자열을 입력하시오: I read a java book

금칙어를 입력하시오: java red

I read a \*\*\*\* book

|  |
| --- |
| =======Source Code======= |
| str = input("문자열을 입력하시오: ") ben = list(input("금칙어를 입력하시오: ").split()) for i in ben:  str = str.replace(i, "\*"\*len(i)) print(str) |
| ========실행결과========= |
|  |

**과제 9 – 8장 객체와 클래스 프로그래밍 연습문제**

01. 고양이를 클래스로 정의하고 몇 개의 인스턴스를 생성해보자. 접근자와 설정자를 사용해보자.

missy = Cat('Missy', 3)  
lucky = Cat('Lucky', 5)  
print(missy)  
print(lucky)

ex) 실행 결과

Missy 3

Lucky 5

|  |
| --- |
| =======Source Code======= |
| class Cat:  def \_\_init\_\_(self, name, age):  self.name = name  self.age = age  def \_\_str\_\_(self):  return f"{self.name} {self.age}" missy = Cat('Missy', 3) lucky = Cat('Lucky', 5) print(missy) print(lucky) |
| ========실행결과========= |
|  |

02. 로켓을 나타내는 Rocket 클래스를 작성해보자. Rocket 클래스는 다음과 같은 인스턴스 변수와 메소드를 가진다.

myRocket = Rocket()  
print("로켓의 높이:", myRocket.y)  
  
myRocket.moveUp()  
print("로켓의 높이:", myRocket.y)

ex) 실행결과

로켓의 높이: 0

로켓의 높이: 1

|  |
| --- |
| =======Source Code======= |
| class Rocket:  def \_\_init\_\_(self):  self.x = 0  self.y = 0  def moveUp(self):  self.y += 1  myRocket = Rocket() print("로켓의 높이:", myRocket.y)  myRocket.moveUp() print("로켓의 높이:", myRocket.y) |
| ========실행결과========= |
|  |

04. 사각형을 나타내는 Rectangle 클래스를 작성하여 보자. Rectangle 클래스는 다음과 같은 인스턴스 변수와 메소드를 가진다.

r1 = Rectangle(0, 0, 100, 100)  
r2 = Rectangle(10, 10, 100, 100)  
r1.overlap(r2)

ex) 실행결과

r1과 r2는 서로 겹칩니다.

|  |
| --- |
| =======Source Code======= |
| class Rectangle:  def \_\_init\_\_(self, x, y, w, h):  self.x = x  self.y = y  self.width = w  self.height = h  def getArea(self):  x = self.x + self.width  y = self.y - self.height  return (self.x, x, self.y, y)  def overlap(self, r):  left, right, top, bottom = self.getArea()  r\_left, r\_right, r\_top, r\_bottom = r.getArea()  if left < r\_right and right > r\_left and top > r\_bottom and bottom < r\_top:  print("r1과 r2는 서로 겹칩니다.")  else:  print("r1과 r2는 서로 겹치지 않습니다.")  r1 = Rectangle(0, 0, 100, 100) r2 = Rectangle(10, 10, 100, 100) r1.overlap(r2) |
| ========실행결과========= |
|  |

06. Person이라는 클래스를 작성해보자. Person 클래스는 다음과 같은 인스턴스 변수와 메소드를 가진다.

p1 = Person("Kim", office="1234567", email="kim@company.com")  
p2 = Person("Park", office="2345678")  
p2.setEmail("park@company.com")

|  |
| --- |
| =======Source Code======= |
| class Person:  def \_\_init\_\_(self, n, mobile=None, office=None, email=None):  self.name = n  self.mobile = mobile  self.office = office  self.email = email  def \_\_str\_\_(self):  s = str(self.name)+" "+str(self.mobile)+" "+str(self.office)+" "+str(self.email)  s = s.replace("None", "미기재")  return s  def setEmail(self, e):  self.email = e  def setMobile(self, m):  self.mobile = m  def setOffice(self, o):  self.office = o  p1 = Person("Kim", office="1234567", email="kim@company.com") p2 = Person("Park", office="2345678") print(p1) print(p2) p2.setEmail("park@company.com") print(p1) print(p2) |
| ========실행결과========= |
|  |

08. printSong이라는 클래스를 작성해보자. printSong의 생성자는 노래의 가사를 리스트 형태로 받아서 객체의 내부에 저장한다. sing() 메소드는 한 줄에 한 항목씩 출력한다.

aSong = printSong(["TWINKLE, twinkle, little star,",  
 "How I wonder what you are!",  
 "Up above the world so high,",  
 "Like a diamond in the sky"])  
aSong.sing()

ex) 실행결과

TWINKLE, twinkle, little star,

How I wonder what you are!

Up above the world so high,

Like a diamond in the sky

|  |
| --- |
| =======Source Code======= |
| class printSong:  def \_\_init\_\_(self, s):  self.s = s  def sing(self):  for i in self.s:  print(i)  aSong = printSong(["TWINKLE, twinkle, little star,",  "How I wonder what you are!",  "Up above the world so high,",  "Like a diamond in the sky"]) aSong.sing() |
| ========실행결과========= |
|  |

**과제 10 - 9장 GUI 프로그래밍 연습문제**

01. 다음과 같이 하나의 레이블과 하나의 버튼을 가지는 프로그램을 작성해보자. 버튼을 누르면 레이블은 “clicked”를 표시한다.

Ex) 실행결과

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMgAAABFCAYAAAAPdqmYAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAZ6SURBVHhe7dxRSFtXHAbwL5aubkyaPpS926gQHAUL0trtMXate9BRhcIetB3J7Lo2o+0gsIcyZNmQzqiDtMLAvpRRofqiMqVssM6htR1YCWiiVOhgUOgUWloYNDvn5iTGaE6Sm5tVk+8H15xz7/UmlPPd8z/XUNu5c59F+/t/ABFtVqZeiWgLDAiRRtnzZ89Uk4hSlZW/+ZZqElGqMpvNppr5GR0dxUcnT+L8F5fUHqKdr0xQTXOePn0Kt9uNb77twoeXBjH356w6QrTz5T2DXLx4EYdPf48z3ZP46de/sW/fPnWEaOfLawbp6OjA+55+o93bP2i87t69G0+ePDHahTcOj80jfpIZ8uaYzbbdyM90//591dtMHrPqc5ueQV68eIFIZMFof/2lF++8+wGic9exa9cu7N+/39ivM+6xwbNhZMvBfhS9EdWVxj2wbTyJLBaNRrXbdjQ7O4sjR9/bMiRynzwmz7GC6enD4/Ggo3vCaK/89qPx+s/iL+jr6zPamRxvdmNgJGnwRxaBBiAUVn0hsjiPBmeV6hHFHDp0CH/8fndTSOLhkMfkOVYwFZClpSU8fDhntM8cqYDLHxvVDocjq9nDUOVEw/wi4hNGZPQW0NaG+URoIjB2NTlUtxdH1ZTPWYVSQ1KIcEimAhIMBvF58K7qxTyf7sHLly9VLwuOJrThFkZVQsKhWjRfqEZtIjRhhKZqUW3kQ5RfVbfQFo5N+2M4kVKeUSlKDkkhwiGZCsjKyorxGp89oq9e4d+/7uH27dvG/uw4UF07pUqqcYzMO1GF42iuVaERJde8u1nskYdHMOD+ChfUZCLLs/nF5MXK62fMbFlstLOYCohciCdbmwrA5XLJR2JqT3YS6xC5/mhrEpExKi8jNEbJpdYfci2CgRPrA+3EAKaSFyvbQOriNt1G1kkuq5LLLSuZDsjpw2+rHvDG6hy6urpULwfHm+EWJdW4DEOslhKVV2wdEg6trz8c1bVoCIiZKnmwXTfmFipRqWuO1DWJVUwF5NGjR/j4zCdG+9539bh69arJ8qEKTrEO6VqfLGQaxDqkC10D8fWHIKcVb/f63zvGezc+DqaSkm5BXpCQeL1ecUPOzdzcXPTgwYOyXoj6/X6115xwoCEqpodoWPWlMTeicI+pnjLmNt7P2BLHxqJuuMVPIRyINqAhGpAXStemDRL/nhm27UZ+ptnZWdXbTB6z6nPbZEB6enrE9XKztrYGu91ulDtExcpUiSWVl5erFlHxMh2QPXv24ObNm6pHVJxMB0Q6deqUahEVp7wCQlTsGBAiDQaESIMBIdJgQIg0GBAiDQaESMP4qsmVK1dU1zp79+5VreJz9uxZ+P1+1aNiVtCAPH78WPWKx507dzA9Pc2AlIiCB6SiokLtKQ4jIyMMSAnhGoRIgwEh0mBAiDQYECKNbRKQSXjtXvEzW7meT2TOFgFZRrCxEcFl1Y1bDqKxMSiOqrY9fo7Fg3XDtYleL3MzSGUnJlYn0Fmp+lYq5LWJcmSyxMpn1pAzlN34Dx/sW14j9dqZzlfHvVt9mti1gsFG9ft2yNOWU/oJxuyl3mvL61GpsWANcgA19aqZkRzMdRhueYDV1VWsPqhBRDsOM58/6VXHAy61J9UghnEt9vtD7RhstaNu4bK6nh+hblU2yjDVDaPlgdgvjg2hdWN4qCSlCcgMfHXqThrf6nxib56WfxaD1Y9r8fpJlFOd6ca1lOH8iJgJWsVQntDWY+24HD/uahK9evjPq4tUOuCcWcCSbE+OYrD9cqK0czW1IxThQqjUpQmIGETqTprYxN027UThrBHzSBaWFjDjdEA3nDfQnj8In8+JobQzRzpOOBIXXJ/9liMhccnW9RtC6yBmFozoUAmzoMTKwYGa9CHbivb8dgwNAa3xJ2t5qnQ4Ue9XpVx8yzl8VGwsCEglOgOd2c0KlcfQEkqq7cWiOKir8zOd7wrgQcsw6qxYLIgwwte3/hBgUrwXK6ySl39AjCc/2f7dQoRpQt72VRnzKXBMe5POfH5l54SxoLbnO5PIx8vGW6n3GnXwUTPx6+654tfdS8v/uwYh2mEYECINBoRIgwEh0mBAiDQYECKNgj7mvXHjhuoVFz7mLR0FC4jP51Ot4sSAlIaCBYSoGHANQqTBgBBpMCBEGgwIkQYDQqTBgBBpMCBEGgwIkQYDQqTBgBBpMCBEGgwIkQYDQpQW8B8Y7WdgBezrjQAAAABJRU5ErkJggg==) -> ![](data:image/png;base64,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)

|  |
| --- |
| =======Source Code======= |
| from tkinter import \* tk = Tk() tk.title("Welcome to tkinter") tk.geometry('200x40') lb = Label(window, text="Hi!") lb.grid(column=0) def clicked():  if lb['text'] == "Hi!":  lb.configure(text="clicked")  else:  lb.configure(text="Hi!") btn = Button(window, text="click me", command=clicked) btn.grid(column=1, row=0)  tk.mainloop() |
| ========실행결과========= |
| -> |

02. 다음과 같이 하나의 레이블을 가지는 프로그램을 작성해보자. 레이블의 배경색은 오렌지색으로 하고, 글자 색은 파랑색으로 한다. 레이블의 크기는 50x3으로 한다.

Ex) 실행결과

![텍스트이(가) 표시된 사진

자동 생성된 설명](data:image/png;base64,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)

|  |
| --- |
| =======Source Code======= |
| from tkinter import \* tk = Tk() tk.title("Welcome to tkinter") tk.geometry('350x50') lb = Label(tk, width=50, height=3, text="Hello, I'm Label", fg='blue', bg='orange') lb.grid(column=0) tk.mainloop() |
| ========실행결과========= |
|  |

04. 주소를 입력하는 다음과 같은 애플리케이션을 작성해보자. 아래와 최대한 유사하게 작성하라.

Ex) 실행결과

![텍스트이(가) 표시된 사진
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|  |
| --- |
| =======Source Code======= |
| from tkinter import \* tk = Tk() tk.title("tk") tk.geometry('400x150')  frame = Frame(width=397, height=114, relief='sunken', bd=1)  name = Label(frame, text="이름:") addr = Label(frame, text="주소:") area = Label(frame, text="도:") code = Label(frame, text="우편번호:") cont = Label(frame, text="국가:") labelList = [name, addr, area, code, cont]  e\_name = Entry(frame, width=47) e\_addr = Entry(frame, width=47) e\_area = Entry(frame, width=47) e\_code = Entry(frame, width=47) e\_cont = Entry(frame, width=47) entryList = [e\_name, e\_addr, e\_area, e\_code, e\_cont]  def \_\_clear\_\_():  for i in entryList:  i.delete(0,"end") def \_\_submit\_\_():  for i, j in zip(labelList, entryList):  print(f"{i['text']} {j.get()}")  \_\_clear\_\_()  clear = Button(tk, text="Clear", command=\_\_clear\_\_, width=7) sumbit = Button(tk, text="Submit", command=\_\_submit\_\_, width=9)  frame.place(x=1, y=2)  name = name.place(x=26, y=2) addr = addr.place(x=26, y=24) area = area.place(x=37, y=46) code = code.place(x=0, y=68) cont = cont.place(x=26, y=90)  e\_name = e\_name.place(x=60, y=2) e\_addr = e\_addr.place(x=60, y=24) e\_area = e\_area.place(x=60, y=46) e\_code = e\_code.place(x=60, y=68) e\_cont = e\_cont.place(x=60, y=90)  clear = clear.place(x=250,y=120) sumbit = sumbit.place(x=315,y=120)  tk.mainloop() |
| ========실행결과========= |
|  |

09. 데이터를 입력받을 때 사용할 수 있는 다음과 같은 애플리케이션을 작성해보자.

Ex) 실행결과
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|  |
| --- |
| =======Source Code======= |
| from tkinter import \* fields = '이름', '직업', '국적' tk = Tk() entries = []  def fetch():  for i in entries:  print(f"{i[0]}: {i[1].get()}")  for i in fields:  frame = Frame()  lb = Label(frame, width=15, text=i)  ent = Entry(frame)  frame.pack(side=TOP)  lb.pack(side=LEFT)  ent.pack(side=RIGHT)  entries.append((i, ent))  b1 = Button(tk, text='Show', command=fetch) b1.pack(side=LEFT, padx=5, pady=5) b2 = Button(tk, text='Quit', command=tk.quit) b2.pack(side=LEFT, padx=5, pady=5) tk.mainloop() |
| ========실행결과========= |
|  |

13. 화면에서 사각형을 그리고, 화살표 키로 사각형을 움직이는 프로그램을 작성해 보자.

Ex) 실행결과

![](data:image/png;base64,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) -> ![](data:image/png;base64,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)

|  |
| --- |
| =======Source Code======= |
| from tkinter import \*  def left(event):  canvas.move(rect, -5, 0)  def right(event):  canvas.move(rect, 5, 0)  def down(event):  canvas.move(rect, 0, 5)  def up(event):  canvas.move(rect, 0, -5)  tk = Tk() frame = Frame(tk, width=450, height=250) frame.bind('<Left>', left) frame.bind('<Right>', right) frame.bind('<Up>', up) frame.bind('<Down>', down) frame.focus\_set() frame.pack()  canvas = Canvas(frame, width=450, height=250) canvas.grid(row=0, column=0, columnspan=4) rect = canvas.create\_rectangle(20, 130, 70, 190, fill ="green")  tk.mainloop() |
| ========실행결과========= |
| -> |

**과제 11 – 10장 파일과 예외처리**

01. 파일 “input.txt”의 처음 3줄을 읽는 프로그램을 작성하라.

Ex) 실행결과

All's well that ends well.

Bad news travels fast.

well begun is half done.

|  |
| --- |
| =======Source Code======= |
| fp = open("input.txt", "r") for i in range(3):  print(fp.readline(), end="") fp.close() |
| ========실행결과========= |
| Input.txt |

03. 파일에서 임의의 행을 읽는 Python 프로그램을 작성하시오.

Ex) 실행결과

파일 이름을 입력하시오: input.txt

행 번호를 입력하시오: 3

3번 행은 Well begun is half done.입니다.

|  |
| --- |
| =======Source Code======= |
| fname = input("파일 이름을 입력하시오: ") line = int(input("행 번호를 입력하시오: ")) fp = open(fname, "r") list = fp.read().splitlines() print(f"{line}번 행은 {list[line-1]}입니다.") fp.close() |
| ========실행결과========= |
|  |

08. 학생들의 성적이 부동소수점 수로 파일 scores.txt에 저장되어 있다고 하자(메모장에서 ANSI 엔코딩으로 저장한다.) 이 성적을 읽어서 파일의 끝에 평균값을 추가하라.

|  |
| --- |
| =======Source Code======= |
| rf = open("scores.txt").read().splitlines() avg = 0 for i in rf:  avg += float(i) avg/=len(rf) fp = open("scores.txt","a") fp.writelines(f"\n평균값: {avg}") fp.close() |
| ========실행결과========= |
| -> |

09. 사용자로부터 파일 이름과 삭제할 문자열을 입력받는다. 파일을 열어서 사용자가 원하는 문자열을 삭제한 후에 다시 파일에 쓴다.

Ex) 실행결과

파일 이름을 입력하시오: d:\\words.txt

삭제할 문자열을 입력하시오: black

변경된 파일이 저장되었습니다.

|  |
| --- |
| =======Source Code======= |
| file = input("파일 이름을 입력하시오: ") delete = input("삭제할 문자열을 입력하시오: ")  rf = open(file).read() rf = rf.replace(delete, "")  fp = open(file,"w") fp.write(rf) fp.close()  print("변경된 파일이 저장되었습니다.") |
| ========실행결과========= |
| -> |

12. 트윗 메시지에서 사용자 메시지만 추려보자. 즉 특수 문자나 URL, 해쉬태그, 이메일 주소, RT, CC는 삭제한다.

|  |
| --- |
| =======Source Code======= |
| twit = " ".join(filter(str.isalnum, list(input("트윗 문자열: ").split()))) twit = twit.replace("RT", "") twit = twit.replace("CC", "") print("정제된 문자열:"+twit) |
| ========실행결과========= |
|  |

**과제12 – 11장 내장함수, 람다식, 제너레이터, 모듈 연습문제**

02. eval() 함수를 사용하여서 사용자가 어떤 문자열을 입력하더라도 오류를 일으키지 않고 정수나 실수로 변환하는 코드를 작성해보자.

Ex) 실행결과

정수나 실수를 입력하시오: 10.2

10.2

정수나 실수를 입력하시오: 10

10

|  |
| --- |
| =======Source Code======= |
| for i in range(2):  num = eval(input("정수나 실수를 입력하시오: "))  print(num) |
| ========실행결과========= |
|  |

03. 람다식을 사용하여 튜플을 정렬하는 프로그램을 작성하라.

Ex) 실행결과

원래의 리스트

[('국어', 88), ('수학', 90), ('영어', 99), ('자연', 82)]

정렬된 리스트

[('자연', 82), ('국어', 88), ('수학', 90), ('영어', 99)]

|  |
| --- |
| =======Source Code======= |
| subjectScore = [('국어', 88),('수학', 90),('영어', 99),('자연', 82)] print(f"원래의 리스트\n{subjectScore}") subjectScore.sort(key=lambda x:x[1]) print(f"정렬된 리스트\n{subjectScore}") |
| ========실행결과========= |
|  |

06. 팩토리얼을 계산하는 함수 fact(n)을 작성하고 이것을 factorial이라는 모듈로 독립시켜 보자. 다른 파일에서 factorial 모듈을 포함시켜서 안에 들어 있는 함수는 사용해보자.

|  |
| --- |
| =======Source Code======= |
| #factoral.py  factorial = [1] def fact(n):  for i in range(len(factorial), n+1):  factorial.append(factorial[i-1]\*i)  return factorial[n]  #test.py  import factorial print(f"5! = {factorial.fact(5)}") |
| ========실행결과========= |
|  |

11. 원을 나타내는 클래스 Circle에 +, >, < 연산자를 중복 정의해보자.

class Circle:  
 def \_\_init\_\_(self, radius):  
 self.\_\_radius = radius

|  |
| --- |
| =======Source Code======= |
| class Circle:  def \_\_init\_\_(self, radius):  self.\_\_radius = radius  def \_\_add\_\_(self, other):  return Circle(self.\_\_radius+other.\_\_radius)  def \_\_gt\_\_(self, other):  return self.\_\_radius > other.\_\_radius  def \_\_lt\_\_(self, other):  return self.\_\_radius < other.\_\_radius  def \_\_str\_\_(self):  return f"rad = {self.\_\_radius}" c1 = Circle(10) c2 = Circle(15) c3 = c1+c2 print(c1>c2) print(c1<c2) print(c3) |
| ========실행결과========= |
|  |

13. random 모듈에 있는 함수를 사용하여서 알파벳 a부터 z 사이에서 랜덤하게 10개의 문자를 출력하여 보자.

|  |
| --- |
| =======Source Code======= |
| import random alphabet = [chr(i) for i in range(97,123)] for i in range(10):  print(random.choice(alphabet), end=", " if i<9 else "") |
| ========실행결과========= |
|  |

**과제 13 – 12장 상속 연습문제**

01. 2차원 공간의 한 점 (x, y)를 나타내는 클래스 Point를 정의한다. Point 클래스의 \_\_init\_\_() 메소드는 sell, x, y를 받아서 멤버 변수에 할당한다. \_\_str\_\_()을 정의하여 “(x, y)” 형태의 문자열을 반환한다. Point를 상속받아서 3차원 공간의 한 점 (x, y, z)을 나타내는 Point3D 클래스를 정의해보자.

|  |
| --- |
| =======Source Code======= |
| class Point:  def \_\_init\_\_(self, x, y):  self.x = x  self.y = y  def \_\_str\_\_(self) :  return f"({self.x}, {self.y})"  class Point3D(Point):  def \_\_init\_\_(self,x,y,z):  super().\_\_init\_\_(x, y)  self.z=z  def \_\_str\_\_(self) :  return f"({self.x}, {self.y}, {self.z})"  point2D = Point(3, 4) point3D = Point3D(3, 4, 5) print(f"{point2D}, {point3D}") |
| ========실행결과========= |
|  |

02. 주소를 나타내는 Address와 사람을 나타내는 Person 클래스를 정의한다. Address와 Person을 동시에 상속 받아서 Contact 클래스를 정의해보자. Contact 클래스는 연락처를 나타낸다.

class Address:  
 def \_\_init\_\_(self, street, city):  
 self.street = str(street)  
 self.city = str(city)  
class Person:  
 def \_\_init\_\_(self, name, email):  
 self.name = str(name)  
 self.email = str(email)

|  |
| --- |
| =======Source Code======= |
| class Address:  def \_\_init\_\_(self, street, city):  self.street = str(street)  self.city = str(city) class Person:  def \_\_init\_\_(self, name, email):  self.name = str(name)  self.email = str(email) class Contact(Address, Person):  def \_\_init\_\_(self, name, email, city, street):  Person.\_\_init\_\_(self, name, email)  Address.\_\_init\_\_(self, street, city)  def \_\_str\_\_(self):  return f"이름: {self.name}\n" \  f"이메일: {self.email}\n" \  f"주소: {self.city}-{self.street}" c = Contact("김지환","aa1535@pukyong.ac.kr","부산광역시","남구 대연동 ~~~") print(c) |
| ========실행결과========= |
|  |

06. 대학교에는 학과(Department), 교과목(Course), 학생(Student)들이 존재한다. 학과에는 많은 교과목들이 개설될 수 있고, 하나의 교과목에는 여러 학생들이 등록할 수 있다. Has-a 관계를 염두에 두고 이것을 다음과 같이 프로그래밍 해보자.

dept = Department("컴퓨터")  
math1 = dept.add\_course("공업수학", 3)  
math2 = dept.add\_course("이산수학", 2)  
  
kim = Student("Kim", 20200001)  
kim.enroll(math1)

|  |
| --- |
| =======Source Code======= |
| class Course:  def \_\_init\_\_(self, department, title, credit):  self.department = department  self.title = title  self.credit = credit  self.students = []  def show(self):  print(f"강의 명:{self.title}\n수강학점: {self.credit}\n개설학과: {self.department}학과")  print("======수강 학생======")  if self.students:  for student in self.students:  print(student.name, student.studentNum)  else:  print("수강학생이 없습니다.")  print()  class Department:  def \_\_init\_\_(self, name):  self.name = name  self.subjects = []  def add\_course(self, title, credit):  for subject in self.subjects:  if title == subject.title:  return  course = Course(self.name, title, credit)  self.subjects.append(course)  return course  def show(self):  print(f"{self.name}학과 커리큘럼\n")  for subject in self.subjects:  subject.show() class Student:  def \_\_init\_\_(self, name, studentNum):  self.name = name  self.studentNum = studentNum   def enroll(self, course):  course.students.append(self)  dept = Department("컴퓨터") math1 = dept.add\_course("공업수학", 3) math2 = dept.add\_course("이산수학", 2)  kim = Student("Kim", 20200001) kim.enroll(math1)  dept.show() |
| ========실행결과========= |
|  |

07. 하나의 앨범(Album)에는 많은 노래(Song)가 담길 수 있다. 노래를 부른 가수 (Artist)는 여러 노래를 소유할 수 있다. 재생 목록(Playlist)은 여러 노래를 가질 수 있다. Has-a 관계를 염두에 두고 프로그래밍 해보자.

lee = Artist("Lee's Band")  
album = Album("첫 번째 앨범", lee, 2020)  
album.add\_track("첫 번째 노래")  
album.add\_track("두 번째 노래")  
  
playlist = Playlist("애창곡")

|  |
| --- |
| =======Source Code======= |
| class Song:  def \_\_init\_\_(self, title, artist, album, track\_number):  self.title = title  self.artist = artist  self.album = album  self.track\_number = track\_number  artist.add\_song(self)  def show(self):  print(f"{self.track\_number}-{self.artist.name}/{self.title}\n앨범 정보")  self.album.show()  class Album:  def \_\_init\_\_(self, title, artist, year):  self.title = title  self.artist = artist  self.year = year  self.tracks = []  artist.add\_album(self)   def add\_track(self, title, artist=None):  if artist is None:  artist = self.artist   track\_number = len(self.tracks)  song = Song(title, artist, self, track\_number)  self.tracks.append(song)  def show(self):  print(f"{self.title}\n{self.artist.name}\n{self.year}\n")  class Artist:  def \_\_init\_\_(self, name):  self.name = name  self.albums = []  self.songs = []   def add\_album(self, album):  self.albums.append(album)   def add\_song(self, song):  self.songs.append(song)   class Playlist:  def \_\_init\_\_(self, name):  self.name = name  self.songs = []   def add\_song(self, song):  self.songs.append(song)  lee = Artist("Lee's Band") album = Album("첫 번째 앨범", lee, 2020) album.add\_track("첫 번째 노래") album.add\_track("두 번째 노래")  playlist = Playlist("애창곡")  for song in album.tracks:  playlist.add\_song(song)  for song in playlist.songs:  song.show() |
| ========실행결과========= |
|  |